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1) 폰 노이만의 구조란 수학자이자 물리학자인 존 폰 노이만이 제시한 컴퓨터 아키텍처의 일종을 뜻한다. 폰 노이만의 구조는 산술논리연산장치와 제어장치를 담당하여 프로그램 실행의 핵심 구성 요소인 중앙처리장치(CPU)와 데이터를 저장하고 처리하는 데이터 메모리(Data Memory), 모니터, 키보드, 마우스와 같은 사용자와 컴퓨터의 상호작용을 할 수 있는 입출력 장치(I/O)로 구성 되어있다.

폰 노이만 구조의 흐름을 설명하자면, 먼저 키보드, 마우스, 마이크 등과 같은 입력장치를 통해 외부의 프로그램과 데이터를 내부로 받아들인다. 그렇게 외부의 프로그램과 데이터가 동일한 메모리에 저장되면 프로그램과 데이터는 0과 1의 순차적인 명령어의 나열로 표현된다. 그렇게 CPU는 메모리에 저장된 순차적인 명령어의 집합을 읽고 해석하여 산술연산과 논리연산과 같은 동작을 통해 데이터를 처리하게 된다. 그렇게 처리한 데이터는 메모리에 다시 저장된다. 그 다음 모니터, 프린터기, 스피커 등과 같은 출력 장치를 통해 내부에서 처리된 데이터를 외부의 사용자와 상호작용 할 수 있게 되는 구조이다.

폰 노이만 구조는 프로그램과 데이터가 동일한 메모리에 저장 되는 것이 핵심으로 현대 대부분의 컴퓨터는 이와 같은 폰 노이만 구조의 시스템을 사용하고 있다. 폰 노이만 구조가 나오기 전에는 프로그램과 데이터가 다른 공간에 저장 되는 방식이였다. 폰 노이만 구조는 메모리에 저장된 명령어는 순차적으로 실행되어 한 번에 하나의 명령어를 읽고 해석하고 실행하게 된다. 이러한 점으로 인해 장점이 있는데 명령어가 하나씩 순차적으로 실행되기 때문에 상대적으로 간단하며, 또한 컴퓨터에 다양한 다른 작업을 할 경우에는 일일이 전선을 교체 해야 하는 하드웨어를 재배치하지 않고 프로그램만 교체하면 되는 장점이 있다. 하지만 단점도 있는데, 바로 폰 노이만 병목현상이다. 병목 현상이란 마치 교통 체증과 같이 어떤 특정 요소의 한계로 인해 전체가 제한을 받는 현상을 말하는데 이런 현상은 명령어가 하나씩 순차적으로 읽고 해석하고 실행되는 폰 노이만 구조에서도 나타나게 된다. CPU와 메모리간의 데이터 전송률의 한계로 인해 발생하는데 이러한 폰 노이만 병목 현상을 해결하기 위해 기존의 것에 변형을 한 하버드 아키텍처가 등장 했다. 병목현상이 있었던 폰 노이만의 구조와는 다른 방식으로 명령어를 저장하는 곳과 데이터를 저장하는 곳으로 메모리를 분리했다. 하버드 아키텍처는 병목현상을 좀 해소해 줄 뿐이고 결국엔 폰 노이만의 구조를 기반으로 한 것이기 때문에 프로그램을 순차적으로 처리하는 방식은 변하지 않는다. 따라서 현대의 컴퓨터는 외부는 폰 노이만 구조를 적용, CPU내부는 속도를 향상시키기 위해 하버드 아키텍처를 적용한 경우가 있으며, 고속 컴퓨팅을 요하는 프로세서는 데이터를 병렬 처리하고 프로그램을 실행하면서 데이터를 처리할 수 있는 구조인 하버드 아키텍처를 사용한다. 하지만 폰 노이만 구조도 여전히 개인용 컴퓨터와 같은 대부분의 컴퓨터에서 적용되고 있으며 구현이 간단하고 프로그래밍이 상대적으로 쉽기 때문에 현재까지도 많은 개발자들이 익숙하게 사용하고 있다.

2) 아래 사진은 파이썬을 이용한 10진수의 정수부분을 r진수로 변환하는 코드이다.

따라서 10진수의 정수부분을 r진수로 변환하는 과정은 아래와 같다.

1. 10진수 숫자를 r로 나눈다.

2. 최종적으로 몫이 0이 될 때까지 나누는 과정을 반복한다.

3. 이때, 나머지 값이 10보다 크게 나올 경우는 알파벳 문자를 사용하여 나타낸다. 예시로, 10진수 11은 16진수로 B로 나타낼 수 있다.

4. 몫이 0이 되면 나머지 값들을 역순으로 나열하여 최종 결과를 얻는다.

십진수의 정수67을 16진수로 변환하는 과정을 설명하면, 먼저 67을 16으로 소인수 분해한다. 몫이 0이 될 때까지 반복하면 나머지는 3, 4가 나온다. 이 나머지를 역순하면 43이므로 십진수 67을 16진수로 변환한 결과는 이 나오게 된다.

다음 십진수의 정수67을 8진수로 변환하는 과정을 설명하면, 마찬가지로 67을 8로 몫이 0이 나오기 전까지 소인수 분해하는 과정을 거친다. 그러면 나머지는 3, 0, 1의 값이 나오게 되며 이 나머지를 역순하면 103이다. 그러므로 십진수 67을 8진수로 변환한 결과는 이다.

마지막으로 십진수의 정수67을 2진수로 변환화는 과정은 똑같이 67을 2로 몫의 값이 0이 될 때까지 반복해준다. 그러면 1100001이라는 나머지가 나오게 되며 이 나머지 값들을 역순하면 1000011이 된다. 그러므로 십진수 67을 2진수로 변환한 결과는이다.

3) 아래 사진은 파이썬을 이용한 10진수의 소수 부분을 r진수로 변환하는 과정이다.

따라서 십진수의 소수부분을 r진수로 변환하는 과정은 다음과 같다.

1. 십진수의 소수 부분을 r진수로 곱한다.

2. 나온 값의 정수부분을 문자열에 넣고 나머지는 소수 부분으로 한다.

3. 정수부분이 10이상인 경우 알파벳 문자로 나타낸다.

예시로, 정수부분이 12일 경우는 16진법으로 하여 알파벳 C로 표현한다.

3. 이 과정을 소수 부분이 0이 나오거나, 특정부분이 반복될 때까지 계속 해준다.

십진수의 소수 부분 0.675를 16진수로 변환하는 과정을 설명하면, 먼저 십진수의 소수 0.675와 16진수를 곱하는 과정부터 해준다. 그러면 10.8의 값이 나오게 되며 이때 정수 10은 16진법으로 바꾸어 알파벳 A로 표현하여 문자열에 넣고 나머지 정수 부분을 뺀 소수 부분은 0.8로 이어서 16진수를 곱해준다. 그러면 12.8이 나오며 이때 12는 16진법으로 바꾸어 알파벳 C로 표현하여 문자열로 넣는다. 이후는 AC의 반복이므로 0.AC (16진수, 반복)의 결과가 나오게 된다.

다음으로 십진수의 소수 부분 0.675를 8진수로 변환하는 과정은 마찬가지로 십진수의 소수 부분 0.675와 r진수를 곱하는 과정이다. 8진수로 변환하는 것이 목표이므로 0.675\*8을 해준다. 그러면 결과는 5.4가 나오므로 정수 부분은 문자열에 추가 해주고 나머지 부분은 정수부분을 뺀 0.4로 갱신하여 계속 계산해준다. 계속 갱신하여 계산하다 보면 0.54146 이후로는 계속 반복이 되므로 0.53146(8진수, 반복)의 값으로 마무리한다.

그리고 다음 십진수의 소수 부분을 0.675를 2진수로 변환하는 과정도 십진수의 소수 부분 0.675와 2진수(r진수)를 곱하는 과정부터 진행한다. 그러면 1.35 여기서 정수 부분은 문자열에 추가하고 나머지 소수부분은 정수부분을 뺀 0.35로 갱신하여 2진수를 곱해준다. 이 과정을 하다 보면 이후로는 10101이 반복되므로 0.10101(2진수, 반복)의 결과가 된다.